The following standard LINQ query operators belong to **Conversion Operators**category  
ToList  
ToArray  
ToDictionary  
ToLookup  
Cast  
OfType  
AsEnumerable   
AsQueryable   
  
   
  
**ToList operator** extracts all of the items from the source sequence and returns a new **List<T>**. This operator causes the query to be executed immediately. This operator does not use deferred execution.  
  
**Example 1:**Convert int array to List<int>

using System;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    class Program

    {

        public static void Main()

        {

            int[] numbers = { 1, 2, 3, 4, 5 };

            List<int> result = numbers.ToList();

            foreach (int i in result)

            {

                Console.WriteLine(i);

            }

        }

    }

}

**Output:**   
![tolist c#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAAB/CAIAAADaVz/mAAAAA3NCSVQICAjb4U/gAAAAX3pUWHRSYXcgcHJvZmlsZSB0eXBlIEFQUDEAAAiZ40pPzUstykxWKCjKT8vMSeVSAANjEy4TSxNLo0QDAwMLAwgwNDAwNgSSRkC2OVQo0QAFmJibpQGhuVmymSmIzwUAT7oVaBst2IwAAARNSURBVHic7d07dqNIFIDhYk4vRSjw8QrQCpATR5N2hkIpUTZhZ04glDKnipwIViBW4NOBYC90wKugqnjoWKgZ/19YzeNSXArcugVCAAAAAAAAAPgfcfwky7LEdx4dCP5G/ygtXphl7+ItSB8QDWZBTZrj2rLs3ecDYsFMqEkD9CBpMBpJg9FIGoxG0uALeGHWwP/WAAAAAAAAAAAA4GZ5gXAu9B4dDWbA8ZPyJ0rHT0gbjOT4CT9yQ9FZT/O8XIjkdzxVLJg/xhmM5IXUX2EMMgajOH5CxmCUdokwf3QDAAAAAAAAAAAAmJBUWM5vlRjEC8u6CC8kbTAS9Z4Yi/I9DFfVYXFvwlhMloNW17yn+HROhf3EDQo9HD8pBxdGGgwkz//nORgAAAAAAAAAAABfIC+q4ccnqAylEV54sKMonTYWzIQ2aRx/70Zvv65TB4N50CSN479vk836OH0wmIcf7YY8ZayjEDzNQK+VNHXKAAOpL4TlLyiMwFw56HV+hQUAAAAAAAAAAAAApiW/1IgXYUFDqdwTQggRbSzKPWFCaQRG0yeNe6BoDzfh7Z64AZ/UgEbnM43zZIv0+jlVLJip+sM9fFEDQ8mTWMgYAAAAAAAAAAAAfC+On1C/MSlNaUTzvXvf6HRMn32tPc6lrEBfT5MGK8uyLMtaBfbhO+XNYx3XlmXv4keHcQsvlNO9Kt7zwizx/VAafuTJLnViSa3FZtQWdVH5A/KhVw12xfLNCsLWGySly7VxqWrCM2+nMXFH16i7cgzxK6toD0qzxzI8fSe0B6bGeeoL9d6UYOojypoxN7qq7opm0MZBv673ks5efvBKruh31txBc3DXr9G1nVakjQppXbm0vL/8WEyrGA5Ke3sqk0a3vDFpOg9rEnLSSB3TebVXK6m9O6Q8ve4NU7/Ue1eS0PGTLPTV0UcXXtd2mi3tf26Ov0p/dK5iPNkdSaNb3tBuPNh70T/TLLaXfKQ72MHKeJetlsqy7ODmbfHOXgX2QRpV1ZZSPaRetoueOI+/gtR99YRw/n1ZRB/tmXzuVt2CLry+7dSel80Nfl7TxfK5uUyrfnrIKveiPdh76XkQ7nwuizaWrFw03tmWZVmbZHspLgu1RQjhhZdtsimft3u/EhSfzqn76hnOdbSxVoHYvstZqQ+vezu1z2szpOflQqmxb6XEkFXuxXAu7uPWGZbx6Zy6+65BsN2FupaC91/vSFPs8XDZms51vPsZiDIrO8Lr3o795MiL1Q8Kezc9n+QzcfyIRLULL0x8p3cVrWqP/eLfiXBfy5trNaD0nAvt88HwRo2bp+XGO3t1fqnHxMbjcn7Lyb//o7bkjutNVMzk3F+DaMAeT+dUCGEeH+KdvYncQ+I7xvA6txOfzulieymWLbZWhP5yVm7Tx/UqEMVdYX/9uYv7V9EdUr3HfnWfXZZvm6rPOg4WXzV3jzmA3wc5g7HIGQAAYPQHvrHYNZ6wFtgAAAAASUVORK5CYII=)   
  
**ToArray** operator extracts all of the items from the source sequence and returns a new Array. This operator causes the query to be executed immediately. This operator does not use deferred execution.  
  
**Example 2:**Convert List<string> to string array. The items in the array should be sorted in ascending order.

using System;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    class Program

    {

        public static void Main()

        {

            List<string> countries = new List<string> { "US", "India", "UK", "Australia", "Canada" };

            string[] result = (from country in countries

                               orderby country ascending

                               select country).ToArray();

            foreach (string str in result)

            {

                Console.WriteLine(str);

            }

        }

    }

}

**Output:**   
![toarray c#](data:image/png;base64,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)   
  
**ToDictionary** operator extracts all of the items from the source sequence and returns a new Dictionary. This operator causes the query to be executed immediately. This operator does not use deferred execution.  
  
**Example 3 :**Convert List<Student> to a Dictionary. StudentID should be the key and Name should be the value. In this example, we are using the overloaded of ToDictionary() that takes 2 parameters   
**a) keySelector** - A function to extract a key from each element  
**b) elementSelector** - A function to produce a result element from each element in the sequence

using System;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    public class Student

    {

        public int StudentID { get; set; }

        public string Name { get; set; }

        public int TotalMarks { get; set; }

    }

    class Program

    {

        public static void Main()

        {

            List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            Dictionary<int, string> result = listStudents

                                                                     .ToDictionary(x => x.StudentID, x => x.Name);

            foreach (KeyValuePair<int, string> kvp in result)

            {

                Console.WriteLine(kvp.Key + " " + kvp.Value);

            }

        }

    }

}

**Output:**   
![linq todictionary](data:image/png;base64,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)   
  
**Example 4 :** Convert List<Student> to a Dictionary. StudentID should be the key and Student object should be the value. In this example, we are using the overloaded of ToDictionary() that takes 1 parameter  
**a) keySelector** - A function to extract a key from each element

using System;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    public class Student

    {

        public int StudentID { get; set; }

        public string Name { get; set; }

        public int TotalMarks { get; set; }

    }

    class Program

    {

        public static void Main()

        {

            List<Student> listStudents = new List<Student>

            {

                new Student { StudentID= 101, Name = "Tom", TotalMarks = 800 },

                new Student { StudentID= 102, Name = "Mary", TotalMarks = 900 },

                new Student { StudentID= 103, Name = "Pam", TotalMarks = 800 }

            };

            Dictionary<int, Student> result = listStudents.ToDictionary(x => x.StudentID);

            foreach (KeyValuePair<int, Student> kvp in result)

            {

                Console.WriteLine(kvp.Key + "\t" + kvp.Value.Name + "\t" + kvp.Value.TotalMarks);

            }

        }

    }

}

**Output:**   
![linq todictionary example](data:image/png;base64,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)   
  
**Please Note:** Keys in the dictionary must be unique. If two identical keys are created by the keySelector function, the following System.ArgumentException will be thrown at runtime.  
Unhandled Exception: System.ArgumentException: An item with the same key has already been added.  
  
**ToLookup** creates a Lookup. Just like a dictionary, a Lookup is a collection of key/value pairs. A dictionary cannot contain keys with identical values, where as a Lookup can.  
  
**Example 5:** Create 2 Lookups. First lookup should group Employees by JobTitle, and second lookup should group Employees by City.

using System;

using System.Collections.Generic;

using System.Linq;

namespace Demo

{

    public class Employee

    {

        public string Name { get; set; }

        public string JobTitle { get; set; }

        public string City { get; set; }

    }

    class Program

    {

        public static void Main()

        {

            List<Employee> listEmployees = new List<Employee>

            {

                new Employee() { Name = "Ben", JobTitle = "Developer", City = "London" },

                new Employee() { Name = "John", JobTitle = "Sr. Developer", City ="Bangalore" },

                new Employee() { Name = "Steve", JobTitle = "Developer", City = "Bangalore"},

                new Employee() { Name = "Stuart", JobTitle = "Sr. Developer", City ="London" },

                new Employee() { Name = "Sara", JobTitle = "Developer", City = "London" },

                new Employee() { Name = "Pam", JobTitle = "Developer", City = "London" }

            };

            // Group employees by JobTitle

            var employeesByJobTitle = listEmployees.ToLookup(x => x.JobTitle);

            Console.WriteLine("Employees Grouped By JobTitle");

            foreach (var kvp in employeesByJobTitle)

            {

                Console.WriteLine(kvp.Key);

                // Lookup employees by JobTitle

                foreach (var item in employeesByJobTitle[kvp.Key])

                {

                    Console.WriteLine("\t" + item.Name + "\t" + item.JobTitle + "\t" + item.City);

                }

            }

            Console.WriteLine(); Console.WriteLine();

            // Group employees by City

            var employeesByCity = listEmployees.ToLookup(x => x.City);

            Console.WriteLine("Employees Grouped By City");

            foreach (var kvp in employeesByCity)

            {

                Console.WriteLine(kvp.Key);

                // Lookup employees by City

                foreach (var item in employeesByCity[kvp.Key])

                {

                    Console.WriteLine("\t" + item.Name + "\t" + item.JobTitle + "\t" + item.City);

                }

            }

        }

    }

}

Output:   
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